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In my last post I looked at [generating synthetic data sets with the ‘synthpop’ package](http://gradientdescending.com/generating-synthetic-data-sets-with-synthpop-in-r/), some of the challenges and neat things the package can do. It is simple to use which is great when you have a single data set with independent features.

This post will build on the last post by tackling other complications when attempting to synthesise data. These challenges occur regularly in practice and this post will offer a couple of solutions, but there are plenty more. If you haven’t read my previous post, check that out first and swing back here. I’ll detail how more complex synthesis can be done using synthpop.

**Multi-grain**

When synthesising data, it is generally the finest grain which is synthesised. For population data the person is the finest grain, making synthesis relatively straight forward. But what happens when there are multiple tables to synthesise which are all linked by primary keys and have different grains finer than the person level? Lets look at an example.

Consider a health database which has two tables 1) a patient level table with demographic features and 2) an appointment level fact table consisting of the date of each appointment, including the diagnosis, treatment, prescriptions, etc, all the things you expect on a health record. In the second case the grain is patient x appointment.
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Preserving this structure is important, otherwise there could be flow-on complications, plus there could be a loss of information. The obvious solution is to join the patient table onto the appointment table consolidating all the information, then synthesise. Right? Not always, for two key reasons,

1. Each synthesised row will essentially be a new patient and appointment date. We need to fix the simulated details for a patient and expand to the appointment level. It will be impossible to know how many appointments a patient has attended if the patient id is lost. This is a key feature of the data that needs to be preserved. Somehow each synthesised patient needs to have some number of synthesised appointment records.
2. The assumption of independence may no longer valid. This assumption is valid for the patient table as it’s reasonable to assume that one patient is not dependent on another in the dataset and therefore their treatments etc are also independent. At least in general, I’m sure we can think of scenarios where they are dependent e.g. family members, kids from the same school, etc. However, it’s reasonable to assume independence, fit a model, take random draws and synthesise the data items.

Some variables such as appointment dates should be treated as a sequence where the current appointment is dependent on the previous appointment date. The reason being, if a patient has an initial consultation, is diagnosed with some ailment e.g. fracture, fatigue, etc, it’s likely there are follow up appointments with the doctor for treatment. Synthesis should reflect this sequence.

Other examples where sequences should be preserved (not necessarily in the health domain) may include:

* + Pathology results of athletes taken at regular intervals
  + Messages sent and received by SMS (or some other chat) where the pattern may indicate a conversation
  + Weight measurements taken over time

or any other time series for that matter. It may not always be the case where the finest grain is a sequence, but it is likely to be. The key point is to know your data and what structure you need to preserve.

With these constraints the synthesised tables needs to retain the properties of properly synthesised data, meaning no variable is synthesised using the original data.

**Method**

Synthesising data at multiple grains can be done in a number of different ways. I’ll outline one particular way:

1. Use unsupervised learning to assign each patient to a cluster.
2. Synthesise the patient table including the cluster.
3. Randomly assign a synthesised patient to a real patients full appointment record within the same cluster (essentially stratified SRS- fancier methods could be used here).
4. Synthesise the remaining variables at the finer grains.

This requires some fancy footwork with synthpop but it can be done. There are many other ways to do this however where possible I opt for the path of least resistance.

**Construct the population data**

Appointment level data is first generated to use as original data. Key points,

1. Appointment date will be simulated to replicate the attendance pattern as outlined above. This pattern is likely to be correlated with other variables such as age and sex e.g. older people visit the doctor more. For this post 2 patterns will be simulated which are loosely correlated with age. Hidden Markov Models are used for the simulation. More complicated models such as state space models, ARIMA models or RNN’s can be used for simulation. (As a side note HMM’s are essentially a discrete form of state space models).
2. The cost of the appointment will be simulated from a multivariate normal distribution ![Y \sim N(\mathbf{\mu}, \mathbf{\Sigma})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGQAAAASCAMAAACaR4u6AAAAA3NCSVQICAjb4U/gAAAALVBMVEVHcEwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACttl6nAAAADnRSTlMAELEiMkR2Zs3diVSZ7/W0DTMAAAGgSURBVDiNnVXZsoMgDAVCEBDy/597szlFR6+d5kEKPVlPAiH8LHH7ArTF3x2IpK8iGfKFQZRAtpVq/gee0yQJCysl5HXcgxMRNRZeFL5bvoPA/v7PhQG7BqdfeEgE2DgYgNRg9WPVKm8+YE9TVlRgeWJk50yMiLbLt6Nuquju+OKDOcwklospwROuc/31R1EkDtMmDLi/+Qicb622spCfKj/t1ENMixqOeho1/RCZ+XI2CDdxdilF9s6FFlyXLWU6I5n1pZh0uO5nVGrTy/FxDpLrTE5JNj7DLs7KpQlg0lJ8sjT7JZLO9rAJLn6861h1iub2cDKkMOlSB5wWCK5O6iUSq2gdiAu91r7UzWD0clXJj86NuTXTGlYzz4AukXgTlLqOjmHS9GofqlkpWdumVwsdpmbixCO9jYiAzHj2yQ16S5hqahJB9vhTywCQsUyDagvDaJTeGpjHd3oqfrJtFnUqJSYZZLQc5Vo5xBJ7HcBnicp8XaMrt8D2uw+/IGmZp/urf//mQXiWJCVa9rdPR/zqQXgWjnwby/aW1yKe/wDpigqj+MT0kAAAAABJRU5ErkJggg==)where ![\mathbf{\mu} = (100, 500, 1000)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJgAAAASCAMAAACQN+etAAAAA3NCSVQICAjb4U/gAAAALVBMVEVHcEwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACttl6nAAAADnRSTlMAMhBmRFSeibt2It3N7yHLWBMAAAGXSURBVEiJrVbbssMgCFS8G+P/f24jajTpkZDp2QdLO+uCBREhWADF4/0LFPC5lkuE+EJ1pcH2JqxsOyJ+mqCcvBgNMR+wJIUQGQY3P9GXVbqQcZ8uX7c4GR1SaQkkhRCZqIkZWGgngKqZzLE4OxmnW9OMNWUtMlGd5gWW4qwJuWwL+zC+AiMoS5GZqutJfPllI4o2XzQlrioPYwTmFJYJQVmKzFTYKxMKcR1X3C6aOpc/0GQ4jRFYKKKRoixFLlSMxhS/wfeN1p8IzV26acouJe9eC7wlKSuRCxVXWxLag/gLt8CoPOHJtp9TWQPD25ClWAKuqSQqe1M1sF+Lv6YyY7WKftO/U3krfpHQvZ2MMzC8RpairEUmKhY/5vY4JZFL39pFrJqmd8LTkK2FhiMDegeKshYxo8Fiu3DJhgA2ELlU2GCj8znhm2Gcqi2wG3pvLTgEZ0EQFEJkGLXBpp7DNeD5iSD+7xeUDizqHJ9o5yO+BmMsejE54SOu90eeeB57GCMUf8qqY49iDT8PxwVGOTxTOsoVEh+X6BMBSz7JrwAAAABJRU5ErkJggg==)and ![\mathbf{\Sigma} = (75, 100, 125)^2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJEAAAATCAMAAACnfh/CAAAAA3NCSVQICAjb4U/gAAAALVBMVEVHcEwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACttl6nAAAADnRSTlMAEDLZZkQiu3aJVJnvqxuLXJMAAAIFSURBVEiJzVZZkqggDDRhX8z9jzsQFsHd92qqJh8atek0JASX5e+YsnbVH/Agf02KBA5gl8WLD8NWvkI2djT8v5RKAiFfMSaPYDFEJJKlG93FCJgujtjkovMtzOx1xb2VDidnj7AuGJXuG4nn9U9gpPKagdrQNH42bViWV0r55KJUOOlHZ8twlYFCD84e4fJHUhNJS5bJ0nxao/Je+GtFlmdhGyMeoVDiMYkLg7NHxEwlzETiVIliyxORGZ9PbZusyjyXiiBPfrFxc46KchgTJxLVklfWZq3ZhJs6ou5xhaOTuyKp8ZCvkjbnoKjMUEwkkJUrCdrVz7lYb033XWl5Ymgzy9Q8SjzFRekJunOqCLmOBpJa0VTXVEdSI/lqutVEYlcUtxBmPVOETRHeKBJ9BSrJbp+ryFCcZE3WFamhMNapnX3JWthSUklmRbKWbbhOHbTgrjg8xzNFLyo7BUyjYSYZlacgRZ+ObY2OWesjKoHIUDG1yLb7c5gQBuegiPuhnUhgVL4K1FqjspFujjlTv4naKCAnEHI62yBd4vnWGLvTIRWBRkppw0DSdn8VRJtdC+KFZmV1qE1HQeZSsXzQzpDgreydLP2uORXSEZFjuYGkd8gvBpeH8k1bfQ/5cuQ3CxeH3ouflGeI/6c/nfX8tXz+KXmEwAX307DTecDN6fwaYkfJPyKoEUMJYrjcAAAAAElFTkSuQmCC)(pulling some numbers out of the air) and truncated to 0 where appropriate. These are not correlated with any other variable (in the real world they would be but for lets keep it simple for now) and the assumption of independence is reasonable. This means we don’t have to do anything fancy with synthpop and simply use the built-in functions.

Dates are particularly annoying to deal with at the best of times and simulating them is no exception. Here is one way.

suppressPackageStartupMessages(library(synthpop))

suppressPackageStartupMessages(library(tidyverse))

suppressPackageStartupMessages(library(HMM))

suppressPackageStartupMessages(library(cluster))

suppressPackageStartupMessages(library(doParallel))

suppressPackageStartupMessages(library(foreach))

suppressPackageStartupMessages(library(mvtnorm))

suppressPackageStartupMessages(library(magrittr))

suppressPackageStartupMessages(library(gridExtra))

mycols <- c("darkmagenta", "turquoise")

myseed <- 20190201

# set data

patient.df <- SD2011 %>% dplyr::select(sex, age, socprof, income, marital, depress, sport, nofriend, smoke, nociga, alcabuse, bmi)

# set unique id

patient.df$patient\_id <- 1:nrow(patient.df)

head(patient.df)

## sex age socprof income marital depress sport nofriend smoke

## 1 FEMALE 57 RETIRED 800 MARRIED 6 NO 6 NO

## 2 MALE 20 PUPIL OR STUDENT 350 SINGLE 0 NO 4 NO

## 3 FEMALE 18 PUPIL OR STUDENT NA SINGLE 0 NO 20 NO

## 4 FEMALE 78 RETIRED 900 WIDOWED 16 YES 0 NO

## 5 FEMALE 54 SELF-EMPLOYED 1500 MARRIED 4 YES 6 YES

## 6 MALE 20 PUPIL OR STUDENT -8 SINGLE 5 NO 10 NO

## nociga alcabuse bmi patient\_id

## 1 -8 NO 30.79585 1

## 2 -8 NO 23.44934 2

## 3 -8 NO 18.36547 3

## 4 -8 NO 30.46875 4

## 5 20 NO 20.02884 5

## 6 -8 NO 23.87511 6

# patient group

low <- sample(1:2, nrow(patient.df), replace = TRUE, prob = c(0.25, 0.75))

high <- sample(1:2, nrow(patient.df), replace = TRUE, prob = c(0.75, 0.25))

patient.df$group <- ifelse(patient.df$age < median(patient.df$age), low, high)

# set my HMM simulation function

mysimHMM <- function (hmm, num.events, which.event = NULL){

hmm$transProbs[is.na(hmm$transProbs)] = 0

hmm$emissionProbs[is.na(hmm$emissionProbs)] = 0

states = c()

emission = c()

states = c(states, sample(hmm$States, 1, prob = hmm$startProbs))

i <- 2

if(is.null(which.event)) which.event <- hmm$Symbols[1]

while(sum(emission == which.event) < num.events) {

state = sample(hmm$States, 1, prob = hmm$transProbs[states[i-1], ])

states = c(states, state)

emi = sample(hmm$Symbols, 1, prob = hmm$emissionProbs[states[i-1], ])

emission = c(emission, emi)

i <- i + 1

}

return(list(states = states, observation = emission))

}

# initialise HMM

hmm.list <- list(initHMM(States = c("episode", "no episode"),

Symbols = c("Y", "N"),

transProbs = matrix(rbind(

c(0.92, 0.08),

c(0.02, 0.98)

)),

emissionProbs = matrix(rbind(

c(0.25, 0.75),

c(0.001, 0.999)

))),

initHMM(States = c("episode", "no episode"),

Symbols = c("Y", "N"),

transProbs = matrix(rbind(

c(0.92, 0.08),

c(0.1, 0.9)

)),

emissionProbs = matrix(rbind(

c(0.25, 0.75),

c(0.001, 0.999)

))))

# appointments start dates will be contained within a 3 year window

start.dates <- seq(as.Date("2014-01-01"), as.Date("2016-12-31"), 1)

simulate.appointment.dates <- function(){

n <- rpois(1, rgamma(1, 1)\*12) + 1

appointment.dates <- mysimHMM(hmm.list[[patient.df$group[k]]], n)$observation

l <- length(appointment.dates)

dts <- sample(start.dates, 1) + 0:(l-1)

appointment\_dates = dts[which(appointment.dates == "Y")]

out <- data.frame(patient\_id = rep(k, length = n), appointment\_dates,

cost = rmvnorm(n, mean = c(100, 500, 1000), sigma = diag(c(75, 100, 125)^2)) %>% sample(n) %>% pmax(0))

return(out)

}

ncores <- min(detectCores(), 4)

registerDoParallel(ncores)

appointment.df <- foreach(k = 1:nrow(patient.df), .combine = rbind, .export = "rmvnorm") %dopar% simulate.appointment.dates()

appointment.df %<>% dplyr::filter(appointment\_dates < as.Date("2019-01-31"))

Plotting the sequence of appointment dates, we can see the structure we want to preserve.

# look at the clustering of appointments

df <- appointment.df %>% dplyr::filter(patient\_id < 7)

g.date.sequences <- ggplot(df, aes(x = appointment\_dates, y = patient\_id)) +

geom\_hline(yintercept = 1:6, col = "grey80") +

geom\_point(col = "turquoise", size = 4) +

coord\_cartesian(xlim = range(df$appointment\_dates))

# costs

g.costs <- ggplot(appointment.df, aes(x = cost)) + geom\_histogram(fill = "turquoise")

# plot them

grid.arrange(g.date.sequences, g.costs)

![plot of chunk plot appointments](data:image/png;base64,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)

**Cluster the patient data and create new link**

To create a link between the patient level data and the appointment level data the patient table is clustered using a simple hierarchical clustering procedure (it can be whatever method you think is suitable but I’m choosing hierarchical for this example).

Here 20 clusters are defined. In practice, more thought may need to go into how many clusters are defined given the problem. The clusters are joined to the appointment table to create the link.

# --------------- CLUSTER PATIENTS TO EXPAND TO APPOINTMENT LEVEL

dsim <- patient.df %>%

dplyr::select(-patient\_id) %>%

dist()

clust <- hclust(dsim, method = "ward.D2")

nc <- 20

cut.clust <- cutree(clust, nc)

table(cut.clust)

## cut.clust

## 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18

## 385 179 800 626 569 532 464 277 349 92 60 35 165 199 74 4 168 11

## 19 20

## 8 3

# put cluster on patient table

patient.df$cluster <- cut.clust

appointment.df %<>% left\_join(patient.df %>% dplyr::select(patient\_id, cluster, group), by = "patient\_id")

**Synthesis**

**Synthesise patient records**

The patient table is now synthesised, including the clusters and a new patient id created.

# --------------- SYNTHESISE PATIENT DATA FRAME

p.df <- patient.df %>% dplyr::select(-patient\_id, -group)

# apply rules to ensure consistency

rules.list <- list(marital = "age < 18", nociga = "smoke == 'NO'")

rules.value.list <- list(marital = "SINGLE", nociga = -8)

# setting continuous variable NA list

cont.na.list <- list(income = c(NA, -8), nofriend = c(NA, -8), nociga = c(NA, -8))

# synth

patient.synth <- syn(p.df, cont.na = cont.na.list, rules = rules.list, rvalues = rules.value.list)$syn

##

## Unexpected values (not obeying the rules) found for variable(s): nociga.

## Rules have been applied but make sure they are correct.

## Synthesis

## -----------

## sex age socprof income marital depress sport nofriend smoke nociga

## alcabuse bmi cluster

# --------------- NEW PATIENT ID

patient.synth$patient\_id <- 1:nrow(patient.synth)

head(patient.synth)

## sex age socprof income marital depress sport

## 1 FEMALE 31 EMPLOYED IN PUBLIC SECTOR 1240 MARRIED 4 YES

## 2 FEMALE 49 OTHER ECONOMICALLY INACTIVE 600 MARRIED 7 YES

## 3 FEMALE 20 OTHER ECONOMICALLY INACTIVE -8 SINGLE 0 YES

## 4 FEMALE 26 400 SINGLE 4 NO

## 5 MALE 27 OTHER ECONOMICALLY INACTIVE 900 SINGLE 0 YES

## 6 FEMALE 53 EMPLOYED IN PRIVATE SECTOR -8 SINGLE 5 YES

## nofriend smoke nociga alcabuse bmi cluster patient\_id

## 1 3 NO -8 NO 20.06920 7 1

## 2 20 YES 10 NO 25.14861 8 2

## 3 10 NO -8 NO 18.02596 3 3

## 4 5 NO -8 NO 22.49135 2 4

## 5 7 YES 20 NO 23.56663 4 5

## 6 2 YES 10 NO 26.53376 3 6

The next step is to randomly select a true patient id from within the same cluster. By doing so each synthesised patient gets a random patient’s appointment history. Since the history is randomly selected within the same cluster we can be confident the structure of the data is retained e.g. a 50 year old male that doesn’t smoke gets a history which is realistic and supported by the data.

# --------------- SAMPLE PATIENT ID WITHIN CLUSTER IN ORDER TO LINK TO APPOINTMENT DATASET

sample.patient <- function(x){

z <- which(patient.df$cluster == x)

n <- length(which(patient.synth$cluster == x))

out <- sample(patient.df$patient\_id[z], n, replace = TRUE)

return(out)

}

patient.list <- lapply(as.list(1:nc), sample.patient)

patient.synth$link.patient <- NA

for(k in 1:nc){

z <- which(patient.synth$cluster == k)

patient.synth$link.patient[z] <- patient.list[[k]]

}

# -------------- LINK TO APPOINTMENT

patient.synth %<>%

left\_join(appointment.df %>% dplyr::select(-cluster), by = c("link.patient" = "patient\_id")) %>%

arrange(patient\_id, appointment\_dates)

head(patient.synth %>% dplyr::select(patient\_id, sex, age, socprof, appointment\_dates, cost, cluster)) # only displaying a few variables for convenience

## patient\_id sex age socprof appointment\_dates

## 1 1 FEMALE 31 EMPLOYED IN PUBLIC SECTOR 2015-06-18

## 2 2 FEMALE 49 OTHER ECONOMICALLY INACTIVE 2016-04-26

## 3 2 FEMALE 49 OTHER ECONOMICALLY INACTIVE 2016-05-30

## 4 2 FEMALE 49 OTHER ECONOMICALLY INACTIVE 2016-06-02

## 5 2 FEMALE 49 OTHER ECONOMICALLY INACTIVE 2016-07-02

## 6 2 FEMALE 49 OTHER ECONOMICALLY INACTIVE 2016-07-03

## cost cluster

## 1 1063.82122 7

## 2 380.20829 8

## 3 492.43475 8

## 4 1085.44437 8

## 5 1038.01058 8

## 6 68.89496 8

**Synthesise appointment records**

This data is suitable to be simulated using HMM’s (we know this for sure since we created the data set!). A new function is written to be consumed by syn() and the data synthesised during the same process.

**Training your models**

This is where things can get tricky and it is important to have a good handle on your data. To synthesise the sequence data, a model needs to be trained on the original data first. In practice syn() takes care of the training in most situations. Either the function is defined to train the model before synthesis or consume pre-trained models. This will depend on the problem at hand.

I am going to skip the training step here. Training HMM’s (or any state space models) can be tricky and require careful tuning. Instead I am simply going to use the predefined HMM’s above that were used to create the original data. The primary aim is to demonstrate how to synthesise the data rather than train HMM’s.

**The syn.hmm() function**

The function to pass to syn() is given below. The list of HMM’s is passed directly to the function which returns an array of dates.

syn.hmm <- function (y, x, xp, id = patient.synth$link.patient, hmm\_list = hmm.list, group = patient.synth$group, ...){

start.dates <- seq(as.Date("2014-01-01"), as.Date("2016-12-31"), 1)

uniq.id <- unique(id)

n <- length(uniq.id)

gr <- unique(cbind(id, group))

new.y <- vector(mode = "numeric", length = nrow(xp))

for(k in 1:n){

ii <- which(id == uniq.id[k])

gr <- group[k]

obs <- mysimHMM(hmm = hmm\_list[[gr]], length(ii))$observation

l <- length(obs)

dts <- sample(start.dates, 1) + 0:(l-1)

new.y[ii] <- dts[which(obs == "Y")]

}

return(list(res = as.Date(new.y, origin = "1970-01-01"), fit = "hmm"))

}

**The final synthesis**

To synthesise only the appointment dates and cost but ignore the remaining variables, we define the predictor matrix and methods vector.

Firstly, syn() will switch the method to “sample” if the ![y](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAMCAMAAACHgmeRAAAAA3NCSVQICAjb4U/gAAAALVBMVEUAAABHcEwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADMHXDdAAAADnRSTlNmACKZidF2MkRU76sQu9ASwWgAAABMSURBVAiZLcxbEsAgCENRruCzlv0vt9Hp35kQYgx7AHPbjdWhNhu7pLLsBqFrT6Q6odWjLPDGr5LjSAOuJ4lbk0xrax6pEs7NZtzKB2wgAZ7MWFj4AAAAAElFTkSuQmCC)variable does not have a predictor. To trick the function into doing the what we want we can set the appointment dates variable to have at least 1 predictor which it won’t use because we haven’t told it to in syn.hmm().

Secondly, cost can be synthesised as normal and for this example is synthesised using age, sex and income for demonstration.

Thirdly, to tell the function to ignore all other variables we set the visit sequence to be appointment dates followed by cost and nothing else. It will ignore the other already synthesised variables and attach them to the data frame.

# set data frame

df <- patient.synth %>% dplyr::select(-cluster, -group)

synth.obj <- syn(df, method = rep("sample", ncol(df)), m = 0)

# create new predictor matrix

new.pm <- synth.obj$predictor.matrix

new.pm["cost", c("sex", "age", "income")] <- 1

new.pm["appointment\_dates", c("link.patient")] <- 1

# set visit sequences

vseq <- c(which(colnames(new.pm) == "appointment\_dates"), which(colnames(new.pm) == "cost"))

# set methods array

mth <- rep("", ncol(new.pm))

mth[vseq] <- c("hmm", "cart")

# synthesise data

synth.obj <- syn(df, method = mth, visit.sequence = vseq, predictor.matrix = new.pm)

##

## Variable(s): socprof, marital, depress, sport, nofriend, smoke, nociga, alcabuse, bmi, patient\_id not synthesised or used in prediction.

## CAUTION: The synthesised data will contain the variable(s) unchanged.

##

## Synthesis

## -----------

## appointment\_dates cost

head(synth.obj$syn %>% dplyr::select(sex, age, income, appointment\_dates, cost)) # only displaying a few variables for convenience

## sex age income appointment\_dates cost

## 1 FEMALE 31 1240 2016-04-30 74.43372

## 2 FEMALE 49 600 2016-06-25 68.89496

## 3 FEMALE 49 600 2016-07-27 475.31540

## 4 FEMALE 49 600 2016-07-28 126.08026

## 5 FEMALE 49 600 2016-11-03 1009.78769

## 6 FEMALE 49 600 2016-11-04 1038.01058

synth.obj$method

## sex age socprof income

## "" "" "" ""

## marital depress sport nofriend

## "" "" "" ""

## smoke nociga alcabuse bmi

## "" "" "" ""

## patient\_id link.patient appointment\_dates cost

## "" "" "hmm" "cart"

synth.obj$visit.sequence

## appointment\_dates cost

## 15 16

# compare cost

# look at the clustering of appointments

g.date.sequences <- ggplot(synth.obj$syn %>% dplyr::filter(patient\_id < 7), aes(x = appointment\_dates, y = patient\_id)) +

geom\_hline(yintercept = 1:6, col = "grey80") +

geom\_point(col = "turquoise", size = 4) +

coord\_cartesian(xlim = range(df$appointment\_dates))

grid.arrange(g.date.sequences, compare(synth.obj, df, vars = "cost", cols = mycols)$plot)
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Again, a solid effort. Appointment dates display a similar patterns and the cost variable matches the original distributions.

**Comparing outputs**

The plots below show the comparison between the synthetic and original data for the mean and total cost, appointment count and mean appointment count per patient. All given by sex and marital status.
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The outputs are very similar with the exception of the mean number of appointments for those in de facto relationships. This is likely a property of the small sample size in this group.

**Takeaways**

When synthesising data from any relational database these challenges will be present. There will be a business need to preserve the same relational form to ensure the synthetic data is used in the same way as the original.

There are many ways of dealing with the problem of different grains and synthesising sequences – this is only one. With respect to sequences and time series data, careful thought is needed to use the right model for synthesis and define the appropriate function.

This example is relatively straight forward to highlight a couple of key challenges. The synthpop package is flexible enough to handle these more complex real world scenarios.

If you have solved this in other ways, let me know in the comments!